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Abstract. The provision of context-aware services in terms of the 
anytime/anywhere/anymedia paradigm requires the consideration of certain 
context properties in terms of time, location, device, or simply the user’s 
preferences. The specific characteristics of context, comprising among others 
large amounts of data, frequent and concurrent updates and heterogeneous 
sources often in terms of XML schemata, demand for an efficient management 
of context data. Relational databases seem to be a promising key technology for 
the efficient storage, retrieval, and processing of XML-based context data at the 
server-side. This is not least since relational databases allow to seamlessly 
combine context data with existing legacy data, hereby constituting a major 
advantage compared with native XML databases or object-oriented databases. 
The focus of this paper is twofold. First, requirements for managing context 
data are elaborated from a database perspective. Second, based on this, a 
generic approach called X-Ray, mediating between existing XML-based 
context and content stored in relational databases, is presented. With this 
approach, maintainability and changeability of context data is enhanced, since 
the mapping knowledge is not hard-coded but rather reified within a meta 
schema. The meta schema allows to automatically compose context data out of 
the relational database when requested and decompose them when they have to 
be stored. 

1   Introduction 

Currently, we are facing a new generation of web applications being characterised by 
the anytime/anywhere/anymedia paradigm, thus providing ubiquitous access to ser-
vices, turning e-commerce into m-commerce. New opportunities and challenges for 
web applications are offered in terms of time-aware [24], location-aware [17], de-
vice-aware [1], and network-aware [2] services which can be personalized for a cer-
tain user or user group [25]. The pre-requisite for realising such services is awareness 
of their context1. One must understand what context is to determine its relevancy and 
how it can be exploited for adaptation purposes. Knowledge about the device used, 
                                                           
1  The notion of context can be found in various fields of computer science, for an overview, cf., e.g., [4]. 



e.g., its display resolution, would allow to render the graphical representation of a 
service accordingly, whereas information about location and time of access together 
with user preferences would allow to provide more accurate services taking into ac-
count the current situation of use.  

The kind of context determines its specific characteristics. Some kinds of context 
are characterized by large amounts of data and frequent, potentially concurrent 
updates (e.g., the current location context), while others are relatively stable over time 
(e.g., a certain geographical topology or user preferences). Typically, context data 
stems from different sources, such as sensors or GIS (Geographical Information 
Systems) and is delivered in heterogeneous formats, most often using different kinds 
of XML schemata (e.g., CC/PP for device context [41] or GML for location context 
[30]). These characteristics of context heavily demand for an efficient management 
approach with respect to storage, retrieval, and update of context data. Since they 
constitute the basis for deciding on the technology for managing the context data, 
they will be discussed in detail in Section 2. Because of these characteristics we 
mainly focus on a server-side management of context data. 

The employment of database systems (DBS) would allow to handle both, efficient 
and concurrent retrieval as well as update of large amounts of context data in a 
consistent way on a large distributed scale. Regarding the kind of data model used by 
the DBS as basis for storing XML-based context data, one can distinguish three basic 
alternatives [12]. First, special-purpose or native DBS are particularly tailored to 
store, retrieve, and update XML data by using XML itself as underlying data model. 
Examples thereof are research prototypes such as Lore [15] as well as commercial 
systems such as Tamino [31]. Second, because of their rich object-oriented data 
modelling capabilities, object-oriented DBS such as Versant [37] as well as object-
relational DBS such as Oracle [18] are well-suited for storing XML data. Despite of 
those advantages, we adhere to the third alternative for managing context data, 
namely relational DBS, for the following reasons. 

Currently, a significant amount of data is stored in pre-existing relational database 
systems (RDBS) and will continue to be used by existing applications in the future 
[14]. At the same time, there is an increasing demand to seamlessly combine such 
existing relational content with dedicated context data, thus enhancing the adaptation 
possibilities of context-aware services. Data about customer relationship management 
(CRM), for example, can be used as basis for user profiles, address data of 
subsidiaries can flow into location profiles. Besides this possibility to make legacy 
data already stored within RDBS easily available for context processing, the usage of 
RDBS for storing context data would provide several other advantages such as 
reusing a mature technology, seamlessly querying data represented in XML and 
relations and deducing higher-level context information based on pre-defined 
functionality like the spatial component of SQL/MM [34]. 

On the other side context data is often represented and exchanged using 
heterogeneous XML schemata. Therefore, it is a major demand to mediate between 
various RDBS schemata at the one side and various XML schemata at the other side. 
For these reasons, this paper focuses on a generic approach for mediating between 
context data stored within RDBS and context data represented using XML. Based on 
this focus, the structure of the paper is as follows: Section 2 gives an overview about 
the specific characteristics of context and reasons about the benefits of using RDBS 



when dealing with these peculiarities. Based on this background, Section 3 proposes a 
generic mediation mechanism called X-Ray, which allows to flexibly map XML-
based context data into a RDBS schema. Section 4 discusses related work and finally, 
Section 5 concludes the paper with a short summary. 

 
2   Requirements for Managing Context Data 

The notion of context can be found in various different fields of computer science 
such as user interfaces being either adaptive [16] or even intelligent and advisory [6], 
information filtering and recommender systems [26], adaptive hypertext and 
hypermedia [5], and mobile computing [1] (for an overview, cf., e.g., [4]). In this 
paper, context subsumes all information that can be used to characterize the situation 
of use from which adaptation of services can be inferred. Note that this understanding 
of context is broader than traditionally regarded in context-aware systems focusing 
mainly on sensory context information [17] or personalization on basis of user 
preferences [25].  

Context characteristics which are relevant for the management of context data can 
be categorized into scope of context, its representation and acquisition, as well as the 
access mechanism used (cf. also [13], [25], [32]). In general, concerning scope and 
representation, RDBS are mainly advantageous because of their main focus on han-
dling large amount of data, whereas regarding acquisition and access, RDBS are best 
suited since they provide various comfortable and optimised declarative and proce-
dural access mechanisms. In the following, the specific benefits of using RDBS for 
the management of context data are explicitly discussed wherever applicable. 

Scope
❑ Property 
❑ Extensibility
❑ Chronology
❑ Validity
❑ Reliability
❑ Consistency  

Acquisition
❑ Automation
❑ Dynamicity

Context
Representation
❑ Reusability
❑ Abstraction

Access
❑ Mechanism

 
Fig. 1. Characteristics of Context 

2.1 Scope of Context 

The scope of context comprises not only the different context properties, supported 
by the system, together with the ability to extend them, but also the time dimension of 
context in terms of chronology and validity, and certain constraints concerning its 
reliability and consistency. 

Property. Although the relevant context is dependent on the context-aware service at 
hand, a set of built-in context properties should be supported. It has to be emphasized 
that the characteristics discussed further on are applicable to each of these context 
properties. The following context properties are most often found in literature: 



 Location: Location copes with the need for mobile computing and location-aware 
services by capturing information about the location from which a service is 
accessed.  

 Time: This context property allows to adapt services with respect to certain timing 
constraints, e.g., opening hours of shops or timetables of public transportation.  

 Device: This context property refers to the demand for multi-channel delivery and 
provides basic information about the hardware and software capabilities of the 
device accessing the service.  

 Network: To allow adaptation on basis of the network it is necessary to provide 
network context in terms of, e.g., bandwidth or package losses. 

 User: Information about the user, e.g., demographic data, knowledge, skills and 
capabilities, interests and preferences, goals, and plans takes into account the 
necessity of personalization. In this respect, also the issue of privacy comes into 
play, requiring the confidential handling of personal data.  

Using RDBS for the management of context is especially beneficial for location, 
time, and user properties. Concerning location, the SQL2003-Standard SQL/MM [34] 
offers predefined spatial data structures for geometry, location, and topology and 
appropriate methods. These methods allow, e.g., to convert between geometries and 
external data formats, to retrieve properties or measures from a geometry, or to com-
pare two geometries with respect to their spatial relation [34]. Concerning the man-
agement of time context in RDBS, several proposals exist in order to realise the con-
cepts of validity time, transaction time, and a combination thereof in terms of bi-
temporal mechanisms [35] (cf. context validity and chronology below). Finally, con-
cerning the user context, sophisticated authorisation mechanisms offered by RDBS 
are especially useful for realising privacy concerns.  

Extensibility. Certain services may require also additional context properties which 
are not built-in (e.g., current outside temperature or heartbeat rate). It is not possible 
to foresee what kind of context properties that might be, since the list of context 
properties is virtually unlimited. Thus, it is required that built-in context properties 
can be easily extended by additional ones. RDBS allow to easily incorporate 
additional context properties using appropriate schema modification operations while 
preserving the consistency of existing ones.  

Chronology. Practice has shown that it is useful to broaden the view on context by 
considering not only the current context at a given point in time, but also historical 
information. This is necessary to be able to identify changes in context over time. For 
example, since the bandwidth might be constantly changing, it is more important to 
be able to trace the average bandwidth instead of just having information about the 
latest one. In contrast, allowing to adapt towards a restricted display size requires 
information of the current device, only. Besides historical context, it might be useful 
to anticipate possible future states of a context, too. For example, concerning video 
streaming, it is not only relevant how the bandwidth changed in the past, but also how 
the bandwidth will develop or how stable it can be considered in the future, to be able 
to tune the resolution of the video accordingly, thus guaranteeing a constant video 
stream. This implies that context may accumulate to large amounts of data over time, 



which can be efficiently stored by RDBS due to the support of various physical 
storage structures such as clusters and indexes [33]. Since context can be regarded as 
a vector of context properties over time, the temporal database concept of transaction 
time seems to be - as already mentioned – best suited for an efficient representation 
thereof [35].  

Validity. Context properties may not be valid during the complete period until they 
are updated on basis of the environment. In a mobile scenario an example would be, 
that, if location information does not change within a certain period, the device might 
not be online any longer and thus, the location information might no longer be valid. 
Another example would be the validity of opening hours, which, for example, may 
change during the seasons. Thus, it may be required to specify the validity period 
during which a context is valid. Again, the temporal database concept of validity time 
seems to be applicable in this respect [35].  

Reliability. The characteristic of reliability is closely associated with validity. In 
many cases, it is not possible to be absolutely certain about the validity of a certain 
context property. For example, the precision of the location position is dependent on 
the number of satellites which are available for measuring the position. Because of 
this, uncertainty needs to be explicitly regarded, which can be done, e.g., by 
uncertainty mechanisms offered by database systems [36].  

Consistency. Context properties must conform to certain consistency constraints 
which are, of course, heavily dependent on the kind of context property considered. 
These can be static consistency constraints, preventing e.g., that temperature 
measurements are out of a certain range or dynamic consistency constraints, which 
can, e.g., assure that position changes need to be within a certain movement vector 
over time, which represents the maximum walking speed of persons. RDBS are 
especially suited for representing such constraints by a variety of mechanisms, 
comprising the possibility of specifying declarative constraints (e.g., primary/foreign 
keys or check clauses), the definition of procedural constraints in form of triggers, 
and the specification of semantic processing units in form of transactions [38].  

2.2  Representation of Context 

The representation of context comprises two important issues, namely mechanisms 
for enhancing the reusability of the context representation and the level of abstraction 
at which context is represented. 

Reusability. A key requirement concerning representation is the notion of reusability 
of existing context. Context-aware services may draw from various context sources 
like, e.g., GIS (Geographic Information Systems) from third-party providers or 
CC/PP-representations [41] from device vendors. Additionally, existing legacy 
content may also serve as context. For example, user profiles can be enriched by 
existing customer relationship management data. It has to be emphasized, that in such 
cases the border between context and content data gets blurred. Such existing context 
and content sources can be integrated into a common context database by using 
distributed database technology [29].  



Abstraction. According to the level of abstraction, at which context properties are 
represented, it has to be distinguished between physical context and logical context.2 
Whereas physical context is at a very low level of abstraction and can be directly 
sensed from the environment (e.g., location in terms of a mobile phone's cellID), 
logical context enables to enrich its semantics thus making it meaningful for context-
aware services (e.g., a street name). Logical context can be provided in terms of 
profiles (e.g., describing certain hardware characteristics), which is most often the 
case, but can also be built from existing physical or other logical context by applying 
different kinds of abstraction or inference mechanisms, (e.g., several geographical 
positions can be grouped representing a town) [11]. Inference of logical context can 
be done centrally within RDBS using declarative means in terms of arbitrary complex 
views or non-declarative mechanisms using stored procedures. For the sake of 
efficiency, views containing inferred logical context can be materialised, too [29]. 
Concerning procedural inference, RDBS provide a set of pre-defined methods, e.g., 
for carrying out spatial inference (cf. above).  

2.3  Acquisition of Context 

The acquisition of context can be characterised by the degree of automation, 
considering who is responsible for acquiring the context, and the degree of 
dynamicity in terms of when the context is acquired. 

Automation. Concerning the acquisition of context, first it has to be defined who is 
in charge for gathering appropriate context, be it either a human (manual acquisition), 
the system (automatic acquisition), or a combination thereof (semi-automatic 
acquisition). For context-aware services, it is desirable to gather as much context data 
as possible automatically, to reduce user interaction. Physical context properties may 
be sensed directly from the environment, logical context may be automatically 
computed on the basis of other context data available. Bandwidth available in the 
future is an example of context constructed automatically on bases of the history of 
bandwidth. Semi-automatic means that automatic acquisition of a physical or logical 
context is accompanied with information entered manually by, e.g., a user, a designer, 
or the vendor of a device. Employing RDBS, acquisition of certain logical context 
data can be done by using database triggers, which infer logical context data from 
physical and other logical context data, automatically. 

Dynamicity. Another important aspect is when context acquisition takes place. 
Considering the frequency of context changes, context can be either static, i.e., 
determined once at application start up (e.g., the device used to select the appropriate 
interaction style), without considering any further changes or dynamic, i.e., 
determined on every change during runtime (e.g., the bandwidth to adapt the 
resolution of an image on the fly). Especially in the case of dynamic context 
acquisition, RDBS are advantageous since context updates, which might be done 
concurrently from several different sources, can be consistently processed by using 
transaction mechanisms. Furthermore, RDBS can be optimised towards high update 
frequency of, e.g., sensor data [33]. 
                                                           
2  Note, that we use the term context for depicting both, physical and logical context, not least 

since all characteristics discussed are applicable to both, physical and logical context. 



2.4 Access to Context 

Mechanism. Context has not only to be acquired and represented in a proper way, 
but there must also be appropriate mechanisms in order to make context accessible to 
the services using the context. In this respect one can distinguish between pull-based 
and push-based approaches. Whereas the former require to pull context data as soon 
as it is required, the latter provide the current context data (to the interested "clients" 
in case of a subscription mechanism) as soon as a context change occurred. It has to 
be emphasised that, for flexibility reasons, a combination of both would be most 
desirable. RDBS can support the efficient retrieval of context data by means of vari-
ous optimisation techniques [33]. In addition, database triggers can be employed for 
realising push-based access to context data. 

3   Architecture for Bridging RDBS to Context-Aware Services 

This section provides an overview of our system for flexibly bridging RDBS to 
context-aware services. Since we regard XML to be the most common form for 
exchanging and processing context data, we first discuss different alternatives for 
storing XML in RDBS. After that, the basic architecture of our system is sketched 
out, differentiating between initialisation time components and runtime components.. 

3.1 Alternatives for Storing XML in RDBS 

There exist three basic alternatives for storing XML data in an RDBS. The most 
straightforward approach would be to store XML data as a whole within a single 
database attribute using a simple CLOB attribute (cf., e.g., [7]) or a dedicated XML 
data type (cf., SQL/XML-standard [9]). Another possibility would be to decompose 
XML documents in some way (“shredding”), e.g., into a graph structure and store 
them into appropriate database tables (cf., e.g., [12]). The third approach is that the 
structure of the XML data in terms of, e.g., a DTD is mapped to a corresponding 
relational schema wherein XML documents are stored according to the mapping, cf., 
e.g., [10]. Only the last of these alternatives allows to really exploit the features of 
RDBS such as querying mechanisms, optimisation, transactions, and the like, as 
pointed out in the previous section to be needed for managing context data. Thus, this 
approach is further used in this paper.  

3.2 Employing X-Ray for Mediation 

For mediating between context data represented in terms of XML and context data 
stored in RDBS, we use an approach called X-Ray (Integrating XML and Relational 
Database Systems) [23]. In fact, X-Ray constitutes a middleware for a generic and 
thus flexible mapping of XML schemata to relational schemata. 

Meta Schema. The core component of X-Ray is a meta schema which is used to 
store information about the schemata to be mapped including the necessary user-
defined mapping knowledge. In this way, it constitutes the key mechanism for the 



system’s genericity. The main task of this meta schema is to mediate between 
heterogeneous concepts at the XML side and the relational side. Thus, it provides the 
basis for automatically composing XML data out of the relational database when 
requested and decomposing them when they have to be stored. Basically, the meta 
schema consists of three parts describing the relevant meta knowledge (cf. Figure 2).  
 

XMLDTD ** DBSchema

XMLDBSchemaMapping  

Fig. 2. Components of the X-Ray Meta Schema 

The DBSchema part is responsible for storing information about the relational sche-
mata used for storing context data or other legacy data relevant for the context. That 
means, it contains information about relations, database attributes, relationships, and 
joins used in those schemata. Analogously, the XMLDTD part stores schema informa-
tion about the XML-based context data as specified by means of DTDs (Document 
Type Definitions), i.e., element types, XML attributes, and the composition struc-
ture3. Finally, the XMLDBSchemaMapping part stores the knowledge about mappings 
between DTDs and relational schemata, whereby a single DTD may be mapped to 
several relational schemata and vice versa. For a more detailed discussion of the meta 
schema it is referred to [20]. 

Initialisation Phase - Mapping Knowledge Editor. Before X-Ray can be used for 
storing and retrieving XML data, the mapping knowledge has to be specified by 
means of a mapping knowledge editor (cf. Mapping Knowledge Layer in Figure 3). 
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Fig. 3. Architecture of X-Ray for the Initialisation Phase 

On basis of the RDBS schema and the DTD of the context data, the user may in-
teractively specify the required mappings. It has to be emphasized, that the generation 
of mapping knowledge without user interaction is problematic in case of schemata 
developed independently of each other. Such an automatic generation would be espe-
cially feasible for the simple case where one schema should be derived from another, 
already existing schema, which is, however, not the focus of X-Ray. Nevertheless, 
approaches to automatic schema generation could be employed to support the map-
                                                           
3  Note, that although the meta schema of X-Ray, is currently extended towards capturing also 

the XML Schema standard [43], the X-Ray prototype supports DTDs, only [42]. 



ping process [3]. After specifying the mapping, the mapping knowledge is stored 
within the meta schema repository. This repository contains the meta schema which is 
in fact realised as a set of relational database tables, thus allowing for storage and 
retrieval of the mapping knowledge itself.  

As can be seen in Figure 3, employing X-Ray for managing context data allows, 
on the one side, to use arbitrary XML-based context representations, e.g., CC/PP [41] 
for device context, GML [30] for location context, or P3P [45] for user context (XML 
Schema Layer). On the other side, the representation of context data in the database 
can use relational schemata, which are especially designed for efficient storage 
purposes and which are based on dedicated RDBS concepts such as SQL/MM-spatial 
for location context and temporal database concepts for time context (Context Schema 
Layer). For an exemplary relational context schema it is referred to [21]. In Figure 3 
it is exemplified, that the RDBS contains schemata for the different context 
properties, as described in Section 2. Finally, legacy content stored in relational 
databases can be incorporated directly via X-Ray (cf. CRM) or indirectly using 
distributed database technology [29] (cf. WebLog and GIS databases in Figure 3). 

Runtime Phase – Composer/Decomposer. The composer/decomposer serves for 
storing and retrieving context data and therefore performs all necessary 
transformations based on the mapping knowledge stored in the meta schema (cf. 
Mapping Layer in Fig. 4).  
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Fig. 4. Architecture of X-Ray for the Runtime Phase 

During runtime, as an initial step, the relational mapping knowledge is retrieved from 
the meta schema repository and transferred into main memory in form of an object-
oriented representation (in fact, Java data structures), herewith allowing an efficient 
context data transformation. After that, XQueries [44] can be issued in order to re-
trieve (partial) context data stored within the RDBS from a context-aware tourism 
service or a context-aware conference service, just to mention two examples com-
monly found in literature (cf. Context-Aware Services Layer in Figure 4). Those con-
text-aware services may require the context information in form of, e.g., GML-, 
CC/PP- or P3P-formats. Utilizing the mapping knowledge, the query is decomposed 



into corresponding SQL queries on the relational database (cf. Context-Data Layer). 
In turn, the response from the RDBS is used by X-Ray to compose the XML-
formatted context data out of relational data.  

Finally, context updates can be done either directly via the RDBS, as exemplified 
in Fig. 4 by a location sensor (cf. Context-Data Layer) or, in case that context data is 
available in XML, by further exploiting the benefits of X-Ray via the X-Ray decom-
poser. In Fig. 4, as example, the device sensor provides context data in form of 
CC/PP, based on a vocabulary like UAProf [40], which is decomposed and stored in 
the device context relation of an RDBS via X-Ray. 

Prototype Implementation. A first prototype of X-Ray, implemented on basis of 
Java and Oracle9i is already operational. Fig. 5 shows the mapping knowledge editor 
used during the initialization phase and the interface of the composer/decomposer 
responsible for storing and retrieving context data in the course of the runtime phase. 
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Fig. 5. Mapping Knowledge Editor and Composer/Decomposer of X-Ray 

The mapping knowledge editor displays on the left hand side a certain schema for 
XML documents by means of graphically representing a DTD, whereas the right 
hand side shows a relational schema comprising relations together with their attrib-
utes. Mappings between these schemata are depicted by lines connecting them in an 
appropriate way. The composer/decomposer shows the choice of a certain mapping 
variant between two schemata and the selection of a particular root element. With 
respect to this choice, an XQuery can be issued and the corresponding result is dis-
played. For a more detailed description of the architecture of X-Ray it is referred to 
[22]. 



4   Related Work 

Several approaches for providing context data have been already proposed, each of 
them having different origins and pursuing different goals when dealing with the 
unique characteristics of context data (for an overview, cf., [22]). This section de-
scribes approaches most relevant with respect to context data management, stemming 
from research but also from commercial vendors.  
Context Toolkit [8]. The context toolkit's architecture encapsulates context 
management such that the context-aware services do not need to worry about how the 
context data is sensed, predicted, or aggregated. Context-aware services can access 
context from so called “widgets” using traditional poll and subscribe mechanisms. 
The context widgets automatically store all the context they sense and make this 
history of context data available to any interested services. By default, the Context 
Toolkit uses HTTP as network protocol and XML for representing context data, thus 
achieving a certain level of interoperability. The context properties supported 
comprise location, time, and user. There is an explicit separation between physical 
and logical context. Physical context is represented by so-called context widgets, 
which hide the details of actual context acquisition (e.g., done by means of sensors) 
and provide a uniform interface to components using context, thus allowing 
extensibility. In contrast to our approach, the Context Toolkit focuses mainly on 
sensing and aggregating physical context data. Existing legacy content as well as 
efficient, persistent storage of content data is not focused on. 

IBM Transcoding Publisher [19]. IBM WebShere [19], is a commercial web 
application development platform. The Transcoding Publisher is part of IBM 
WebShere, supporting multi-channel delivery by adapting services towards different 
client capabilities, and bases on the "InfoPyramide" described in [27]. Additionally, 
IBM WebShere Personalisation and WebSphere Everyplace Suite offer a 
personalisation component and a component enabling to realise location-based 
services, respectively. The context comprises location, device, network, and user. The 
physical context information is dynamically enriched through separated components, 
called “Request Editors”, thus incorporating logical context at request. The logical 
context information is provided through profiles which are maintained by the 
developer through dedicated tools. In this way Request Editors represent logical 
context information in a reusable way. Explicitly, the current context of a request is 
considered only. Monitoring components are foreseen in the platform framework 
which would allow the developer to consider also historical information as well as the 
automatic generation of logical context information but no explicit support is given. 
No validity constraints are addressed in the approach. 

Norrie et al. Norrie et al. propose a context engine which can be used to adapt 
content stored within an object-oriented content management system. In the reverse 
direction, the approach also utilizes content data stored within the content 
management system as part of the context information, an idea also followed by X-
Ray. They support a pull- and push-based context acquisition mechanism which abstracts 
from the concrete sensing of context data. Instead of providing a certain context schema, a 
Prolog-based context definition language is suggested which can be used for defining 
arbitrary context. One particular focus lays on this specification of context in form of 



reusable context types within the content management system. The focus of the X-Ray 
approach presented in this paper differs in that it is not primarily aiming at defining new 
context types. Rather it provides an infrastructure for mediating between multiple existing 
context schemata as well as between context schemata and content schemata. A further 
difference appears to be that it is a dedicated goal of X-Ray to manage context data based 
on existing infrastructures and standards, such as XML, XQuery, RDBS, and SQL-
standards like SQL/MM-spatial.  

Oracle Wireless Edition [39]. Oracle offers a product called "Oracle Application 
Server Wireless" which is part of the Oracle Application Server. Originating in the 
area of multi-channel delivery, the focus is to provide a platform which enables not 
only to develop new web applications independent of any device, but also to adapt 
existing web applications to be used from various devices using a proxy-based archi-
tecture. Oracle supports location, device, and user context at a physical and a logical 
level in terms of profiles, stored within relational tables, which is similar to X-Ray. 
Physical context properties are acquired automatically or manually at runtime. Loca-
tion context can be manually defined by the user (in case that automatic localisation 
is not possible) using so-called location marks which associate logical location 
information, i.e., an address with coordinates. Device context and user context is 
identified automatically by examining the request header. In case that the user context 
is not available, an explicit login procedure is used. Logical user context is supported 
by allowing to specify very basic user-related data and application-related data (e.g., 
activated services), logical device context is restricted to some very basic information 
about devices (e.g., screen-width and –height). It is neither possible to incorporate 
additional physical or logical context properties into the system nor to change the 
existing schema for logical context information, with the exception of user context 
supporting an appropriate API. Chronology of context or a validity period are not 
supported, context is accessed in a pull-based manner.  

X-Ray-based Context Mediation. In contrast to these approaches, employing X-Ray 
for mediating between XML-based context data and relational schemata offers sev-
eral benefits. First, X-Ray supports a unified and homogeneous approach allowing to 
insert and retrieve XML-based data into, respectively from, an RDBS by providing an 
XML view over the relational context data, that may be accessed using XQuery. 
Second, reuse of existing context schemata at the XML-side as well as at the RDBS-
side is possible, since the mapping knowledge mediates between independently de-
veloped schemata. Third, the autonomy of the context schemata is preserved, i.e., 
there is no need to change the context schemata for mapping purposes because of the 
flexible mapping possibilities provided by X-Ray. Fourth, mapping of multiple sche-
mata at both sides is possible which means that a certain XML-based context schema 
can be mapped to multiple different database schemata and vice versa. Fifth, X-Ray 
enables mapping transparency and storage transparency when accessing context 
data, i.e., the application retrieving or updating context data does not need to have 
knowledge about the mapping and the storage schema – it simply works with the 
XML context data. This is since X-Ray provides an XML view over the context data 
stored within an RDBS. Sixth, X-Ray eases the maintenance of the mapping knowl-
edge because of its reification within a meta schema. In addition, storing the mapping 
knowledge in a separate meta schema provides for a loose coupling with the sche-
mata to be integrated, retaining their autonomy. Finally, extensibility of the context 



model is supported, since new XML schemata describing context data as well as new 
relational schemata can be easily introduced by simply inserting additional knowl-
edge into the meta schema. 

5   Conclusion 

In this paper we have proposed an approach for managing XML-based context data 
by means of relational database technology. RDBS do not only allow to reuse 
existing legacy data for realizing context-aware services, but their features also suit 
well with the specific characteristics of context data, thus allowing efficient storage, 
retrieval, and processing. To enable the storage of context data possibly relying on 
heterogeneous XML schemata, within a relational schema, a middleware called X-
Ray has been employed. X-Ray provides a generic mapping approach since the 
mapping knowledge is not hard-coded but rather reified within a meta schema. This 
enhances maintainability and changeability and provides the basis to automatically 
compose context data out of the RDBS when requested and decompose them when 
they have to be stored. 
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